![images.jpg](data:image/jpeg;base64,/9j/4AAQSkZJRgABAQAAAQABAAD/2wCEAAkGBwgHBgkIBwgKCgkLDRYPDQwMDRsUFRAWIB0iIiAdHx8kKDQsJCYxJx8fLT0tMTU3Ojo6Iys/RD84QzQ5OjcBCgoKDQwNGg8PGjclHyU3Nzc3Nzc3Nzc3Nzc3Nzc3Nzc3Nzc3Nzc3Nzc3Nzc3Nzc3Nzc3Nzc3Nzc3Nzc3Nzc3N//AABEIAIEAcQMBIgACEQEDEQH/xAAbAAACAgMBAAAAAAAAAAAAAAAABwUGAQMEAv/EAEoQAAEDAwEDBgcNBQYHAAAAAAECAwQABREGEiExBxNBUWFyFCIzNnGB4RcyNEJSVYKRk6GxsrMVNZLB0SMmVHSi8BYkRGJjc8L/xAAaAQEAAwEBAQAAAAAAAAAAAAAAAQIDBAUG/8QALREAAgIBAgMHAwUBAAAAAAAAAAECAxEhMQQSUQUTMkFxocEzUrEiQmFygRT/2gAMAwEAAhEDEQA/AHjQa8pOeIxXqgNT52W1KA3gZFK+5cqLkK4PxWoHOlpZQpRVjJBwcDqpnyPIr7ppV8miQrXl/BAPir3H/wBlVhGMpvn2SKyb0SNfutyPmofaeyj3W5HzUPtPZTaDaOlCfqoKG/kJ+qtOWj7fcjE+opfdckfNY+09lHutyPmofaeymzsI+Qn+GjYb+Qn6qctH2+4xPqKb3W5HzUPtPZR7rkj5rH2nsps7DfyE/wANGwj5Cf4actH2+4xPqKb3W5HzWPtPZW2HyrOSJTTDtvDaXFBO2F7Wzk4G6moW2/kJ+qlXywpCb9p4JSAMq4d9urKqieUo40fmQ3KK3GhCcL0ZDhGCoZxXTXHbB/yLPdrsrCt5ijQKKKKuDAFZoooDTI8g53TSs5MfP6/d1f6lNOR5FzumlZyY+f1+7rn6lKvHP0+SsvIa4NRN/vca1QlOlxC3lHYbaCxlasZx2YGST0AGtl6nqhMoDSNp95XNtFW5AUeG0ej+Z3UqFW9Ue8XKZJiJbVIf5xQc3gLTvAT2dNc9l0YvkzqawhzDJ0iLo5AclXd9bipDnONIUgJLSMcN3QT91ebnqVDbioVrbVMm4I2WxkIPDf66k7VNbuNrjym1pUh1AJ2TnB6apN01NHs6ZrGm/A+bikqkOJUFlS+JG4/jWjlyx1IUcvBF2+2icqWxfX7si+RQ2XQmcsNvFxXi7OycJzgjZ6BVnlWu46aSbhZpkyXEaTtP26S6XdpI4ltSt4UOrgarenLk9brzb4t5ZU3dbxMM4LQMgoUCgJX1HZTurUjXGpvDpSGUwX2WHnBza0FPipUR771dVXyktSqy9Bo22axcYMeZEcDjEhtLjah0pIzSz5YvODT30vzoqb5O7o1z78FtBbjTWhdISFfFS4f7RA7q/wA1QnLEf7wae+l+dFbU7/4/wUs2GdbfgLPdrqrltvwFnu11Vz1+BGjMUUUVcgzRRRQGmR5FfdNKvky8/b93V/qU1ZHkXO6aVfJj5+3/ALq/1KVeOfp8lZeQ0JUdqSwpl9AW2sYIIqoXm1lQchykh0uo2UKX/wBQkbwCehaeIPH76u2MjfXLPhtzWCy9nB3pI4oV0Edorj4nh1auaOklszSMsCrZXKgWi4W22rcaVJaKdnOClR3bY6j11Bv6amXuKYlrtnMGC1lxxJBSoAAhCFbidrByFZxgVbtTLESaGZUZxx5PvlsjO1keKvqHDBB4+kVpe1tG05bERYjUZDpUcrde2iT1kcSarw87NrDokk45iiBuEuZMvUHUaYbEdUFplLTT73vtja2t44e++6otuBIlc94NFkJu1xfUpJayUKSpXygCCkA9IBFehqODKfcfiQJdwlKVnLbJUlBPQkcBvqyaT1abKme/qK2yILq05hJcbKedA4gE9OTWsHbKeGtBYq4wynqWPTWn73FvFufuKWWosCMtlsJf5wkKCQABsjA8XtqD5Yv3/p7q8b86Ksegdbp1Q5JjPsJYlsjbCUqyFIzj681XeWLzg099L86K76k1Jp9H+Dhs1Qzbb8BZ7tddctt+As92uquavwI1ZiiiirkGaKKKA1SPIud00quTLz9v/dX+pTUkeRc7ppWcmPn7f+6v9Soq8c/T5Ky8hriqfqa9TY0qYIklLLcJlKveBW2tRwEns31cOqlfqpRTcr/gkZUx+VVUseItlk0pJPzI+3zLNeCl/WMqa5c8ZbiOuc0yR1IIwCn0ndU3DsWi1lLkw2FppKgUxWFt4z0bauKj91VjUDKXrE8haQrZb2htDOMCqstthBA5lskjglsGueHE5im0epV2e7Ob9eEuo/I9409GaS1GuFrZbT71LbzYA9QNL7lhvtunw4cOA+zJfadD61tOAhtJBTxHSSRuqhbDf+DPrj+yvEhCBGcAjFPik7mMb62rvfMtCtnBURi2rovBbeRo/wB6nB1RVbgMD4tS/LF5wae+l+dFQ/Iz51Of5Zf4pqX5YvODTv0vzor0pfVfo/weTPSIz7b8BZ7tdVcls+As92uuuCvwI0Ziis0VcBRRRQGmR5FzumlXyZeft/7q/wBSmpJ8g53TSr5MjjXt/wC65+pSrxz9PkrPyGx0UsdUDauOo+zwY/6sfzpmLWlKdpSglI6ScUttWtR/CrguLLS8uaWtptHxNjfgntOKyslFQeSVXKc48vUiJbXOWK5qwcNW5xzPaQAn8TVSa+EN/wC+g1fFthOi9Sk4ymKlO7qwaoje59v0n8K461iMcHsTk/8Ak4n+pJRIku4STHt8YPOIb21ArCcDOOmul7S+oHWlNi2IBUMb301J6C/fsn/K/wD1TBRgqHprxO0O2LuF4ju4pNHzHZ3ZtNtEbZblL5JtLzoUkXmQtlLTjbjJZScqSoKxvP0TWvlh84NPfS/OirtoXdp9I6fCX/1VVSeWHfqHT6Rx8bd9NFfX8La7Epy818HbZHCwM62fAWe7XXXJbPgLXorrrGvwIuwoooq4CiiigNMlJcYcQOKkkfXSLu8m56Y1o7KtSmW3JKtyn0kowvj9Rp8q7KovKJpUXiEHo6QJDWVION3ak9h/GojJQs5ns9GVksord3sXKRevHkSbeEHGyltRCR6B/OudnR2vWEhLf7Lz0nJyakNAa3VBIsmoVFpTR5tt9z4uPiqP86aSVhadtOCk7wRvBq11KzrsXha1qtBRq0vygrt8yCs2sszG+bcOTkJ7OrjUMnkz1sCCH4mQd39r7Ke431nFZqMVsiXOTTTe4lrXorlBtb6n4ciAHVp2VFSs7s56qlP2TyoA58LtnrHspq15UQkZJAHprKfC02SzKKbIi+RYWiFjbIPKZaoQixjZi2laleODnKiSeHaaqqZV01RrKIm7rjuuxFlKlRgQgJQcnHrFWzXuukqC7Lp9XPSHPEceb6P+1PWa7OTnSf7MY8KlpHhDmCrqT1JHr49tdjXc14xq9jLPO8F7gN81Fbb6UgZz11015SMCvVYxWIpGgUUUVYBRRWM76ADXlSdoEHgeNes0ZpjIKPrHQ0S8pLrSQ3IHBxI3jsI6R99UmK7rHRyylkrlQ0H3hy4jHYOKfVTtKQa0SIrL/lUBWOB6R66iErK1haroyrinqLSHyvMgbNwtriHB0NLByfQa7PddtP8AgJv+n+tXB7T9sfyZEVt0f+VIV+Na/wDhSw4/dMT7FP8ASrd9F/s9yOWXUpUzldjbOINsdU50B1YA+6oKZO1hq5XNkrhwlfESebQR+KqazWnbUwoFiEyyoHi02lJ+sCu9iGwxkttgKPFR3k+s76nv5L6ccfzuOTO7KTo/QMW1YkyRzsj5axvT3er8aviEBKAgbgKyABwFZzWaTzl7l1psA3VmsZrNWAUUUUBTOUjUUyzRrZBtrgZl3aa3EQ+Ug8yFEAqGd2d+7NSare9a+alpuc5xiMha5LbqucLwCDwGNxzg4Fe9U6bh6kt6I00rbU04l1h5v37KxwUK9G2XF+I8zLu7pUtlbQWw2GyCoY287944jGBQEKvWsabEuscNyYz0e2+GZTjbSgg448FjHA1rY1qiK1Z4TMOfcZU6B4Q1jZ21hI353gA1iByetRRJH7TedMm2+AOFTSc7OT43arec541IwNHsw7laJqZbq12yIqIgFIwtJ4k9vCgNaNcQirbLLyYqZaITj6sYQ8oZCSPSQM9dcPKrcp1qtlrft0x6M45cmmHC2r3yFZyN9dzmiYa5CxzyvAnLgm4LjBPF0D5XycgHHXUhqvTkbU1sTDkuOMqbeQ+06jihaTuOOmgNM+S5Bvbay8+phFsefWyF7lqSpsA+nCj9dRto17GvDqIyIUqOuTb1TY6llPjoG4437j6amhZ3nUPqnTEuyHI5jJcS0AEIO84BJ3k4z6BUPatBx7bIgvNz3lmHb1wGwtA3oVxJ7aA5NOa0jiLYIr3hbwuUZbjMySUjbUjO0lWN21w4ddd8/XMK3vIjyGnA8I6JL6NpOWUKVsp7x6cDoFZa0LbhYbRaX3XHm7W8l1lxW5Rx0HHWONb5+lEv6jTfIdxfhSCwI76GkJKXkA5A8YbiOsUBpOtEqvk20x7ZMkOQy2XXGkgpShYztcfu41GXLXEW46UuNwiLlMMMtgmRFUhTiDtYxg8FDqNWCDpxEG9Xa5tSnC7ckIQoEeT2BgEHjUNJ5PIMpi6NuSC25cWUtPuMNBG3snO2UjdtnpP3UB7Rq2aNQXGA1bnH49vgtvqUFp23CoZ/D789lS2nNSs6gjRJMJpfMSI5e2lEZQdrZ2SB05Brkcsn7EuU7UEUyZTq4bbTsNpIy7sDA2c8N3RXRouxsWWBILDC2PDJLkktOcWwpRIT2YHR20BYM9poo2uw0UB7ooooAooooAooooAooooAooooAooooArAoooDNFFFAf/Z) Cairo University

Faculty of Engineering

Computer Engineering Department

Fourth Year

**Compilers Project Document**

**Names: Sec: B.N:**

Amal AbdelNafei 1 6

Engy Samy 1 7

Rania Alaa 1

Mennah Rabie 2 17

**• Project Overview:**

In this project, we designed our language “voo” and created its grammar and tokens then we implemented our lexer, parser and semantic checker.

**• Tools and Technologies used:**

We used Flex and Bison as lexer and parser, using c++.

**• A list of tokens and a description of each.**

|  |  |
| --- | --- |
| **Token** | **Description** |
| const | Keyword to be used when declaring a constant. |
| var | Keyword to be used when declaring a variable. |
| true | Boolean value. |
| false | Boolean value. |
| = | Assignment operator. |
| || | Comparing OR. |
| && | Comparing AND. |
| ! | Comparing NOT. |
| << | Bitwise shift left. |
| >> | Bitwise shift right. |
| | | Bitwise or. |
| & | Bitwise and. |
| ~ | Bitwise not. |
| >= | Greater than or equal. |
| > | Greater than. |
| <= | Smaller than or equal. |
| < | Smaller than. |
| != | If not equal. |
| == | If equal. |
| $$ | Starting a comment. |
| + | Addition. |
| - | Subtraction. |
| \* | Multiplication. |
| / | Division. |
| % | Mod. |
| \*\* | Power. |
| ^ | Xor. |
| If , else | Keywords to be used with if –else statements. |
| While | Keyword to be used with while loops. |
| for | Keyword to be used with for loops. |
| repeat , until | Keywords to be used with repeat-until loops. |
| switch, case, default, done | Keywords to be used with switch cases. |
| i\_[any alphanumeric characters] e.g. : (i\_x1) | Identifier for integer variables. |
| f\_[any alphanumeric characters] e.g. : (f\_x1) | Identifier for float variables. |
| b\_[any alphanumeric characters] e.g. : (b\_x1) | Identifier for Boolean variables. |
| s\_[any alphanumeric characters] e.g. : (s\_x1) | Identifier for string variables. |

**• A list of the language production rules.**

* stmt: stmt variable | stmt constant\_stmt | stmt assignment | stmt if\_else\_if\_else\_stmt | stmt for\_loop | stmt while\_loop | stmt repeat\_until\_loop | stmt switch\_case | variable | constant\_stmt | assignment | if\_else\_if\_else\_stmt | for\_loop | while\_loop | repeat\_until\_loop | switch\_case
* variable: VAR id1 ';' endls | VAR decl\_assign endls | VAR error ';'
* id1: INT\_ID | FLOAT\_ID | BOOL\_ID
* decl\_assign: ID EQUAL expr
* constant\_stmt: CONST constant endls
* constant: ID EQUAL value
* assignment: ID EQUAL expr ';' endls
* expr : str\_expr | bool\_expr | int\_expr | float\_expr
* int\_expr:   
  int\_expr '+' int\_expr | int\_expr '-' int\_expr | int\_expr '\*' int\_expr|int\_expr '/' int\_expr | int\_expr '%' int\_expr |int\_expr '&' int\_expr | int\_expr '|' int\_expr | int\_expr '^' int\_expr |'~' int\_expr| int\_expr BITWISE\_SHIFT\_LEFT int\_expr | int\_expr BITWISE\_SHIFT\_RIGHT int\_expr | '(' int\_expr ')' | INT |INT\_ID
* float\_expr:

float\_expr '+' float\_expr | float\_expr '-' float\_expr | float\_expr '\*' float\_expr| float\_expr '/' float\_expr | float\_expr '%' float\_expr | float\_expr POW float\_expr|

float\_expr '+' int\_expr| float\_expr '-' int\_expr | float\_expr '\*' int\_expr | float\_expr '/' int\_expr | float\_expr '%' int\_expr | float\_expr POW int\_expr |

int\_expr '+' float\_expr | int\_expr '-' float\_expr | int\_expr '\*' float\_expr | int\_expr '/' float\_expr| int\_expr '%' float\_expr | int\_expr POW float\_expr | '(' float\_expr ')' |FLOAT | FLOAT\_ID

* str\_expr: STRING |STR\_ID
* if\_else\_if\_else\_stmt: if\_stmt1 else\_if\_stmt
* if\_stmt1: IF start\_while\_if bool\_expr end\_while\_if '{' stmt '}'
* if\_stmt: IF start\_while\_if bool\_expr end\_while\_if '{' stmt '}'
* else\_if\_stmt: ELSE if\_stmt else\_if\_stmt | ELSE '{' stmt '}' | epsilon
* while\_loop: WHILE ‘(‘ bool\_expr ‘)’ '{' endls stmt '}' ';' endls
* for\_loop: FOR '(' for\_assignment ',' bool\_expr ')' '{' endls stmt '}' '(' for\_assignment ')' ';' endls
* repeat\_until\_loop: REPEAT '{' endls stmt '}' UNTIL '(' bool\_expr ')' ';' endls
* bool\_expr: LOGIC\_NOT bool\_expr| bool\_expr LOGIC\_AND bool\_expr | bool\_expr LOGIC\_OR bool\_expr | boolean | BOOL\_ID | bool\_term | '(' bool\_expr ')'
* bool\_term: compare\_opd EQ compare\_opd | compare\_opd NOT\_EQ compare\_opd | compare\_opd GR compare\_opd | compare\_opd GR\_EQ compare\_opd | compare\_opd SM compare\_opd | compare\_opd SM\_EQ compare\_opd
* compare\_opd: INT | INT\_| FLOAT| FLOAT\_ID | STRING | STR\_ID
* switch\_case: SWITCH '(' id ')' '{' case\_stmts defaultt '}'
* case\_stmts: case\_stmt case\_stmts | case\_stmt
* case\_stmt: CASE value ':' stmt DONE ‘;’
* defaultt: DEFAULT ':' stmt

**• A list of the quadruples and a short description of each**

|  |  |
| --- | --- |
| **Quadruple** | **Description** |
| STO, i\_x, , i\_y, | i\_y = i\_x |
| ADD,i\_x,i\_y,i\_z, | i\_z=i\_x+i\_y |
| SUB,i\_x,i\_y,i\_z, | i\_z=i\_x-i\_y |
| MUL, i\_x,i\_y,i\_z, | i\_z=i\_x\*i\_y |
| DIV, i\_x,i\_y,i\_z, | i\_z=i\_x/i\_y |
| NEG, i\_x, , i\_z | i\_z=- i\_x |
| AND, i\_x,i\_y,i\_z, | i\_z=i\_x&i\_y |
| OR, i\_x,i\_y,i\_z, | i\_z=i\_x|i\_y |
| XOR, i\_x,i\_y,i\_z, | i\_z=i\_x^i\_y |
| NOT, i\_x, ,i\_z, | i\_z=~i\_x |
| SHFTL, i\_x,i\_y,i\_z, | i\_z=i\_x<<i\_y |
| SHFTR, i\_x,i\_y,i\_z, | i\_z=i\_>>i\_y |
| EQ,i\_x,i\_y,b\_z | b\_z= i\_x==i\_y |
| NOT\_EQ,i\_x,i\_y,b\_z | b\_z= i\_x!=i\_y |
| GR ,i\_x,i\_y,b\_z | b\_z= i\_x>i\_y |
| GR\_EQ,i\_x,i\_y,b\_z | b\_z= i\_x>=i\_y |
| SM,i\_x,i\_y,b\_z | b\_z= i\_x<i\_y |
| SM\_EQ,i\_x,i\_y ,b\_z | b\_z= i\_x<=i\_y |
| LOG\_NOT b\_x, ,b\_z | b\_z=! b\_x |
| LOG\_OR b\_x, b\_y, b\_z | b\_z= b\_x || b\_y |
| LOG\_AND b\_x, b\_y, b\_z | b\_z= b\_x && b\_y |
| JMP, L1, , | Unconditional jump to label L1 |
| JFALSE, L1, t1, | If t1=false then jump to L1 |
| JTRUE, L1, t1, | If t1=true then jump to L1 |

* **Semantic checks:**

1. Multiple declaration of the same variable.
2. Variables used before being declared.
3. Variables used before being initialized.
4. View unused variables.
5. Type checking for declarations and assignments.
6. Type checking between operands in Boolean expressions.
7. Constant not to be assigned again.